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Abstract. We analyze the development of educational (EDU) web portals from the perspective of meta-design. 
Here, we focus on the technical issues of meta-design only and consider design-for-change. Our contribution is a 
variability model based on the variability analysis, generic portal development processes, sub-processes and their 
relationships. We analyze the interface design problem in the context of the EDU Portal development and consider the 
implementation of the proposed model using meta-programming. 
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1. Introduction 

For a long time the ability of end-users to 
effectively influence the IT development process was 
largely limited, despite of the innovative design 
methodologies such as user-centred design [1] or 
participatory design [2], where the needs and 
limitations of the IT end-user are given extensive 
attention at each stage of the design process. However, 
recently the situation is changing dramatically, 
especially in the end-user development for non-critical 
applications such as home appliances and learning-
oriented ones. This change can be explained by: (1) 
higher degree of IT maturity and IT penetration into 
home environments, (2) higher motivation of end-
users to be involved in system customization and 
adaptation, (3) complexity growth of IT systems and 
inability of designers and analysts to completely 
foresee and formulate requirements for future systems, 
(4) rapid growth of the end-user development 
community [3], (5) arrival of new design paradigms 
such as meta-design [4, 5]. 

Meta-design is actually a vision and strategy for 
the future end-user oriented IT development, in which 
design, learning, IT-based knowledge, and 
collaboration becomes a part of every day’s working 
practice. The underlying concept of meta-design is 
about (1) how a system and its environment should be 
designed by experts, and (2) which way the end-user 
should be involved in the process that future changes 
and system evolution could be practically performed 
by efforts of the end-user. Although this new paradigm 
is not well understood yet and many issues are still 
open, it proposes great promises to seamlessly extend 

the system life cycle model from the development 
stage to the maintenance and evolution stage.  

Meta-design should be especially useful in the 
domain of eLearning, where the interaction between 
experts, developers and end-users, and evolution of 
the teaching content plays an essential role in the 
development of educational (EDU) Portals [6, 7]. 

Our aim is to analyze the EDU Portal development 
process from the perspective of meta-design. In 
general, it includes two aspects: design for change and 
social-economic aspects [5]. In this paper, we focus on 
design for change and consider technical problems of 
meta-design only. Our contribution is a variability 
model based on the generic portal development 
processes, sub-processes and their relationships. We 
analyze the proposed model, the user interface design 
problems and implementation of the proposed model 
using meta-programming [8]. 

2. A framework of design for change: 
assumptions, context and principles 

Design for change can be considered at different 
time and from different positions. Here we consider 
design for change in the framework of component-
based design. We assume also that the architecture of a 
system is stable and only components of a system can 
be changed. For example, when white-box reuse is 
applied in system development, it includes the 
following stages at design time: to find appropriate 
SW components, to analyze and understand them, to 
modify or change them and to apply the modified 
components in a new context [9, p. 418]. The other 
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example is maintenance and evolution of legacy sys-
tems at use time, when changes are managed accor-
ding to very strict activities and procedures, such as 
the impact analysis prior to changes are actually per-
formed [10].  

Meta-design is aiming to plan, evaluate and incor-
porate at some extent the possible changes at design 
time in order to ease their implementation at use time 
based on the evolutionary model [4]. The latter deals 
with design processes and models enabling involve-
ment of the end-users into the design process that 
he/she could become a meta-designer [5] and be able 
to perform changes at system evolution stage. As the 
issue of meta-design should be the creation of solution 
spaces [5] instead of specific solutions, which usually 
takes place in a traditional SW development, it is 
important to focus here on two topics: (1) variability 
analysis [11] in the given domain, (2) interface design 
and modelling [12].  

Meta-design includes two major activities: meta-
modelling and meta-programming. Meta-modelling 
[22] aims to derive an explicit description of how a 
domain-specific model is built. Meta-programming [8] 
aims to derive a generic solution (component, prog-
ram, system) based on the results of meta-modelling 
and variability analysis. 

The need for variability analysis can be motivated 
by the fact that designers increasingly spend their time 
for creating many similar IT systems (program fami-
lies [13] or product lines [14]) with many variations. A 
systematic variability analysis and variability model 
can help designers (1) to identify and isolate commo-
nalties in the domain, (2) to achieve higher design 
reuse and ease of change, (3) to predict the results of 
system’s evolution, and (4) to identify opportunities 
for automating the creation of family members 
(instances).  

For example, designers may develop IT systems 
using standardized, abstract interfaces to each sub-
system (SW component, device, etc.), and encapsulate 
domain variability into separate modules accessed 
though the interface. In this case, the commonality is 
represented by the interface, and the variability – by 
the code. The other way is to develop common system 
building blocks, which communicate using different 
interfaces or wrappers [15], constructed (or generated 
automatically) on demand. In this case, the commona-
lity is represented by the component, and the variabi-
lity – by the interface. 

The result of variability analysis is a variability 
model. For devising and implementing the variability 
model, we apply the following principles. 

A. Emphasis On Program Change Ontology And 
Specificity Of The Application Domain, Development 
Methodology And Existing Standards 

Principle A is about the analysis of ontology of S-, 
P- and E-programs and their external and internal 

environments within the framework of maintenance 
and evolution [16].  

An S-program addresses a completely defined 
problem and provides an exact specification and 
correct solution. If however the environment of the 
problem changes, the result is a completely new 
problem that must be specified anew. 

A P-program is based on a practical abstraction of 
the problem it addresses. The P-program’s abstraction 
can be modified to reflect the changing requirements.  

An E-program is embedded in the real world and 
changes as the world does.  

Here, we focus on P-programs, because the EDU 
Portals belong to this category and, furthermore, it is a 
non-critical application. 

B. Separation Of Concerns  

Principle B is about the way of how a general 
design problem can be simplified and dealt with. We 
apply separation of concerns at different stages of the 
IT development process for separating: (1) the non-
technical aspects of change from the technical ones at 
analysis stage, although they are overlapped and 
intertwined; (2) analysis from implementation; (3) 
problem context from model building, etc. 

C. Selection/Adaptation Of The Appropriate Analysis 
Method 

Principle C is about selection and adaptation of a 
systematic method for analysis. We have adopted the 
well-known method FODA (Feature-Oriented Do-
main Analysis) [17] and consider it within the so-
called twin life cycle model that connects design for 
reuse and design with reuse [18]. 

D. Emphasis on Variability Analysis For Both Non-
Technical And Technical Aspects  

Principle D is about capturing, analysis and repre-
sentation of variability in the domain. Here we focus 
on the technical aspects only. We consider Portal 
development as a domain of generic design processes, 
and sub-processes as sub-domains. By generic pro-
cesses, we mean Content Management, Knowledge 
Management, User Relationship Management, Col-
laboration and Security-based ones, which in [19] are 
called “the key elements” of a Portal. We seek to 
obtain variability within the sub-processes of the 
generic processes as it will be explained in detail later. 

E. Analysis Of The Approaches For Implementing The 
Variability Model To Support Design For Change 

Principle E is about implementation technologies. 
We restrict ourselves in using meta-programming [8] 
and pattern-based (or skeleton-based) [20] approaches 
in implementing the proposed variability model. 
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Table 1. Stages And Processes Of Variability Model 3. Description of the variability model 
Model 
stage Processes 

Stage 1: Analysis of EDU Portal environments and their 
key architectural elements 

Stage 2: Analysis of a generic 3-tiered architecture of 
EDU Portals 

Stage 3:  Definition of generic processes and sub-
processes and their analysis 

Stage 4:  Building variability tables and obtaining 
parameter values through variability analysis  

Stage 5:  Obtaining parameter dependency relations and 
building relationship graphs  

Stage 6:  Obtaining components and their variants 
through application-level analysis 

Stage 7:  Selection of approaches for implementing 
variability of the components 

Here, we represent the process of creating the 
model and model per se using Y-Chart [21], where two 
higher branches represent the problem domain and the 
solution domain.  

System design is about implementing a solution to 
a given problem. It starts with a formulation of a 
problem and ends with its solution. To formulate a 
problem, we must, first, to analyze a problem domain. 
Problem domain concerns, basically, represent the 
concerns as seen from the end-user’s perspective and 
focus on the functionality of an IT system as the client 
expects it. The analysis of the solution domain is a 
different matter. Solution domain concerns represent 
the concerns as defined by the solution techniques and 
focus on the implementation of a system from the 
designer's perspective: mapping problem domain onto 
solution domain using application development 
methods and models. 

An example of the variability analysis is presented 
in Table 2 as a result of the usage of the proposed 
model. The underlying concepts are processes and 
sub-processes in our model. Here, we take the 
processes defined in [19]. The sub-processes of Con-
tent management processes are generation, assimila-
tion, personalization, and presentation. These sub-
processes can be applied for implementing a number 
of different criteria such as (1) Presentation language 
(English, German, local). (2) Type of content (textual, 
graphical, audio, video, etc.). (3) User-oriented access 
levels (Administrator, Publisher, Reader, etc.). (4) 
Device type (Desktop PC, PDA, mobile phone, etc.). 

In this context, by the problem domain, we mean 
the EDU Portal development. By the solution domain, 
we mean the adopted FODA method. We consider the 
creation of the proposed variability model as a result 
of mapping the solution domain onto the problem 
domain (see Figure 1). 

 

Solution Domain: 
Adopted FODA& 
meta-modelling 

 

Problem 
Domain: EDU 

Portal

Mapping 
process 

EDU Portal 
Implementation 

The introduction of the process concept in our mo-
del is much more than just renaming terms used in 
[19]. By defining attributes (such as parameter values) 
of a process, we can model the system behaviour. By 
obtaining relationships between processes (sub-pro-
cesses), we can understand the system’s structure. 

Table 2. Results Of The Variability Analysis For The 
Content Management Process 

Figure 1. Representation of the model using Y-Chart 

Sub-processes Criterion Parameter 
values 

Solutions for 
implementation 

Generation Presentati
on 
language 

EN, DE, 
FR, RU, 
LT, … 

Separation of 
presentation 
logic and page 
content 

Assimilation Type of 
content 

Text, 
Picture, 
Audio, 
Video, … 

Hierarchical 
parameteri-
sation model 

Personali-
zation 

User Admini-
strator, 
Publisher,  
Reader 

Modes and 
security levels 

Presentation Device 
type 

Desktop, 
PDA, 
mobile 
phone 

User interface 
model 

Before mapping, we categorize the EDU Portal 
development process in the whole as consisting of 7 
stages (see Table 1). Stages 1 and 2 deal with analysis, 
stages 3-5 – with mapping, and stages 6-7 – with im-
plementation of the variability model, respectively. 

Now, we consider the problem domain that is EDU 
Portal development. Because of the ever-increasing IT 
capabilities and continuous complexity growth of user 
requirements, we need to analyse and structure the 
given domain. We define the process as meta- 
modelling [22].  

We consider the variability analysis of the domain 
(facts, knowledge) as a main task of meta-modelling. 
The issue of domain analysis and meta-modelling is a 
set of parameters, their values and relationships across 
parameter values. We represent the problem domain as 
a fixed set of parameters, which have well-defined 
values, and the solution domain as a set of design 
processes and sub-processes. 

Different processes and sub-processes are related 
(see an example in Figure 2). The relationship is not 
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static and can be changed depending upon the target 
system and end-user’s requirements. In order to obtain 
a relationship, first we need to introduce some para-
meters and obtain their values though in-deep analysis 

and meta-modelling and create a variability document 
for expressing variability (a small part of it is shown 
in Table 2). 

 

 
 

Figure 2. EDU Portal – related processes, sub-processes and “dynamic” relationships 

4. Analysis of user interface problem in edu 
portal development 

Thus, interface designers are required to provide 
many different variants of interfaces for the same 
service or system. Designing user interfaces for a web 
service that must target many different types of de-
vices, platforms, types of interfaces and user groups is 
a tedious and time consuming work. The designers 
have several alternatives:  

Interface modelling is an important problem in 
meta-design of web systems. Here, we have two prob-
lems: (1) modelling of interfaces between components 
and services, and (2) modelling of an interface bet-
ween a system and an end-user, i.e., user interface. 
Here, the issues related with the user interface design 
in the context of design for change are considered 
only. 

(1) Design of an application-specific interface for 
each specific IT system and its customization for a 
specific user group. The disadvantage of this approach 
is that a designer has to be accustomed with many 
types of systems, devices and interfaces across the 
domain. Furthermore, there is an unnecessary repeti-
tion in implementing the same interface again and 
again. Creating multiple versions of interfaces for 
different devices increases development and mainte-
nance costs and complicates the configuration ma-
nagement. 

Currently, the main issue in user interface mo-
delling [23] is the development of more human and 
intelligent forms of interfaces such as audio/speech 
interfaces, touch screens, handwriting interfaces, fa-
cial expression and gesture reading interfaces, special 
interfaces for disabled users, etc., in the context of 
Ambient Intelligence [24] environment in which 
people are surrounded with networks of embedded 
intelligent devices that provide ubiquitous informa-
tion, communication, services and entertainment. The 
emphasis is given to the mobility of the end-user (or 
nomad [25]), wireless access to remote information 
and intelligent user interfaces [26].  

(2) Design of an interface for only one application 
and its adaptation for other applications. This ap-
proach can lead to the interfaces that are awkward to 
use or even not functional. Furthermore, it is hard to 
keep with consistency of a user interface when 
moving from one platform to another. 

Design of user interfaces has many technological 
challenges such as (1) diversity of devices, services 
and applications; (2) text input facilities; (3) screen 
size and resolution; (4) number of colours to properly 
display interface content; (5) different image, video 
and audio compression formats; (6) navigation, e.g., 
mouse-based, pen-based, etc.; (7) layout; etc. 

(3) Design of a high-level interface specification 
(model), which is open to changes and upgrading, and 
its refinement for each target device and user group 
based on the end-user’s requirements. This approach, 
which basically deals with meta-design of interface, is 
the most promising in terms of addressing the design 
complexity problem and the end-users’ needs. 
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However, it requires the development of the standard 
user interface specification methods, interface 
prototyping, design and validation tools. 

Meta-design of user interfaces requires introduc-
tion of high-level abstract interface models. These 
models include high-level specification of the tasks 
that users need to perform, data models that capture 
the structure and relationships of the information that 
applications manipulate, specifications of the presen-
tation and dialogue, user models etc, and automatical-
ly generate some parts or the complete user interface. 
Different types of models have been used in different 
systems including task models, dialogue models, user 
models, domain models, and application models [27], 
for example: 

(1) Platform model describes IT systems that may 
run a user interface including features and constraints 
for each platform. It enables designers to generate a 
set of user-interfaces, one for each platform that is 
desired. The platform model can be sensitive to 
changing conditions of use at run-time. 

(2) Presentation model describes visual appearance 
of user interface such as hierarchy of windows. Each 
window is modelled abstractly as a platform-indepen-
dent interaction object.  

(3) Task model is a structured representation of the 
tasks that a user may want to perform. 

All these models represent the user interface at a 
higher level of abstraction than what is possible with a 
more concrete representation and requires thorough 
meta-modelling. The models can be implemented 
either automatically or semi-automatically to generate 
the user interfaces for a target system. 

As we can see, the interface modelling of a web 
system already uses many of the principles of meta-
design, such as thorough domain analysis, separation 

of concerns, complex modelling and meta-modelling 
of domain concepts and domain code generation. 
However, the concept of change is not sufficiently 
represented. We claim that the meta-design of user 
interfaces must include development of the user 
interface models that are adaptable, evolutionary and 
open to change. For this, each interface model must 
include its variability model that provides a 
framework for (semi-)automatic interface reuse and 
evolution. 

5. Case study: Development of the EDU 
Portal 

To illustrate the concepts presented here, we have 
implemented the above-described model by develo-
ping the experimental system for the generation of the 
eLearning-oriented Portal, partially described in [28]. 

The solution domain meta-model (see Figure 3) 
consists of two parts as follows: (1) Meta-program, 
which is developed using the meta-programming tech-
niques. (2) EDU Portal, which consists of two parts: 
eLearning Content Management system (LCMS) and 
eLearning Management System (LMS).   

Meta-program is the program generator for our 
problem domain implemented using the variability 
model described in Table 1. It represents variability in 
the domain (actually a family of the domain program 
instances) using the parameterisation mechanisms at a 
higher (meta) level of abstraction. To develop Meta-
program, we need to map the problem domain 
parameters established via variability analysis (see 
Table 2) into the parameter space of EDU Portal. The 
component presented in Figure 3 has been imple-
mented using relationships depicted by bold lines in 
Figure 2. 

 

 

Meta- LMS and

Parameter Specification for 
generating

Variability 
Analysis 

EDU 
Portal Repository specification 

(DB tables, XML, etc.)  

Verification 

Classification 
and  description

Specification for 
representation (HTML, XSL 

PHP Scripts, etc.) 

Specification for generating 
LCMS (XML/XSL, PHP, etc.)

Figure 3. Detailed view of the solution domain meta-model 

The skeleton of the target system (EDU Portal) is 
generated automatically from the Meta-program. It 
represents two aspects: (a) structuring and represen-

tation of the domain and (b) linking the domain struc-
ture with domain content. 

From the usage viewpoint, the main features of the 
developed system are: capabilities for structuring and 
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representation, flexibility for design for change, and 
fully automatic generation of web pages. From the 
design for change viewpoint, the main feature is 
explicit separation of concerns, especially separation 
of domain structure from its content. 

6. Evaluation and discussion 

The IT-based learning community is, perhaps, one 
of the largest end-user communities in the world now. 
Various kinds of eLearning environments are centred 
on Portals with the involvement of end-users. As 
various studies show, EDU Portals are not so much 
different in structural and functional aspects from the 
commercial ones. Thus, the principle solutions can be 
and are actually based on the generic portal architec-
ture and the generic processes within the architecture. 
But the end-user requirements for implementing the 
processes, the Portal content and environments vary 
extremely. Because of the architectural complexity, 
rapid evolution of the Internet technologies and 
dynamism (social, pedagogical, technical) within the 
learning community per se, the design for change 
paradigm in Portal development seems to be the most 
perspective and attractive technical solution for 
creating the environments for Knowledge-Based 
Society.  

We have considered only some technical aspects of 
design for change in the context of meta-design and 
formulated the Portal development as a task in which 
the domain analysis for variability is the main focus. 
We have suggested a variability model and discussed a 
wide context of the processes in order to be able to 
discover the model and implement it. This context 
includes Portal Domain Analysis, Component-Based 
Design, and Reuse. The most crucial part of the 
proposed model is obtaining the relationships between 
different aspects of generic sub-processes.  

The variability document is a roadmap for suppor-
ting the meta-designer in designing for future changes. 
As different aspects (parameters) of the sub-processes 
are overlapped and scattered, it is practically im-
possible to build a unified and precisely described the 
relationship document. Thus there is a great variability 
within the relationships, too. We call them the dyna-
mic mappings. What aspects should be selected for 
inclusion into variability document, mostly depend on 
designer’s view, stated requirements, choice, expe-
rience, strategy, given resources, etc.  

The variability document systematizes the proces-
ses and allows foreseeing different variants for com-
ponents, thus bringing a perspective for meta-design. 
As the domain is not mature enough, we have sugges-
ted focusing on most crucial aspects, such as interface 
variability, in Portal development. 

The other side of the problem is model’s imple-
mentation. The meta-programming technique seems 
suit well from the perspective of meta-design as it 
brings a generative technology easy to implement at 

use time. The “hard implementation” of variability, of 
course, is possible too but for the narrow spectrum of 
parameter values only. The generative technology is 
superior for large-scale variability as it takes place in 
meta-design. 

7. Conclusions 

We have formulated the design for change problem 
in the context of meta-design as a problem, which 
focuses on variability analysis in the given domain. 
For the educational portal design domain, we have 
proposed a variability model based on the generic 
processes and sub-processes known in the Portal 
developments. Processes and sub-processes describe 
functionality of the system to be built.  

The most crucial part of the model is relationships 
between the sub-processes, which we obtain through 
analysis and meta-modelling. The relationships give 
understanding of the structure of the system.  

The variability document, even not full and pre-
cise, systematizes the development process, brings 
parameter values for sub-processes and allows fore-
seeing different variants for components, thus bringing 
a perspective for meta-design. The generative techno-
logy using meta-programming is superior for large-
scale variability as it takes place in meta-design. 
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